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# Част 1 - Въведение и приложение

## Въведение

Изпълнението на множество задачи едновременно (т.н. multithreading) e способността на всяка операционна система да има повече от една програма, работеща в един и същи момент от времето. Например, можем да принтираме, докато редактираме или изтегляме имейла си, или да слушаме музика от музикалният плеър, докато разглеждаме снимки от галерията. В днешно време всеки компютър има повече от един процесор, но броят на едновременно изпълняваните процеси не е ограничен от броя на процесорите. Операционната система заделя отрязъци от време за всеки процес, създавайки впечатление за паралелна обработка. Многонишковите програми разширяват идеята за изпълнение на много процеси едновременно, като я спускат с едно ниво по-ниско: отделните програми ще изглежда да изпълняват множество задачи едновременно.

Python поддържа различни подходи свързани със “състезателното” програмиране (т.н. concurrent programming), включително програмиране с нишки, стартиране на подпроцеси и други различни трикове. В тази курсова работа целим да представим и разгледаме концепции, свързани с различни аспекти на едновременното програмиране, включително техники за програмиране с обща нишка и подходи свързани с това как един процесор например, може да постигне напредък по множество задачи, привидно едновременно в един и същи период от време.

![](data:image/png;base64,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)

## Приложение

Обхватът на приложение на multithreading-а в Python е изключително голям и почти всяко приложение или програма използва повече от една нишка, по време на своето изпълнение, като така се оптимизира и самото действие, бързина и работа. Например, нека разгледаме случай на приложение, при който имаме компютър с едноядрен процесор. Това означава, че задачите, които трябва да бъдат изпълнени като част от приложение, не могат да постигнат напредък по едно и също време, тъй като процесорът е в състояние да работи само върху една задача в даден момент. Изпълнението на множество задачи едновременно означава, че процесорът извършва превключване на контекста, така че няколко задачи да могат да се изпълняват едновременно.

## 

# Част 2 - Термини и имплементация на Python

## Thread:

Нишката (thread) е отделен поток на изпълнение на даден процес. Това означава, че изпълнението на една програма ще може да бъде разделено на няколко части, които части се изпълняват едновременно. Може да мислим за нишката като с два (или повече) различни процесора, работещи в дадена програма, всеки от които изпълнява независима задача по едно и също време.

Нишките могат да се разглеждат като по-малки и леки процеси. Освен това те са най-малката конструкция, която може да се управлява от операционната система. Нишките са свързани с процеса, който ги е създал. Те нямат собствена памет, както има процеса. Вместо това, те споделят паметта на процеса, който ги е създал. Процесът винаги ще има поне една нишка, свързана с него, която се нарича основна нишка. Всички останали нишки, които бъдат създадени от процесът се наричат работни или фонови нишки. Тези нишки могат да извършват друга работа едновременно по дължината на основната нишка. Нишките, подобно на процесите, могат да работят една с друга на многоядрен процесор, а операционната система също може да превключва между тях чрез разделяне на времето. Когато стартираме нормално Python приложение, ние създаваме процес, както и основна нишка, която ще отговаря за изпълнението на нашето Python приложение.

| # The simplest way to use a Thread is to instantiate it with  # a target function and call start() to let it begin working.  import threading  import time  from threading import Thread  def work(seconds):  time.sleep(seconds)  # thread worker function  print('...' + threading.current\_thread().getName() + ' is working...')  if \_\_name\_\_ == "\_\_main\_\_":  counter\_seconds = 5  print('Start the threads after ' + str(counter\_seconds) + ' seconds ...')  thread\_1 = threading.Thread(target=work, args=(counter\_seconds,), name="Thread-1")  thread\_2 = Thread(target=work, args=(counter\_seconds,) , name="Thread-2")  thread\_1.start()  thread\_2.start()  for x in range(1, 6):  # sleep the main thread while counting from 1 to 5  time.sleep(0.9)  print('Main thread is counting: ' + str(x)) |
| --- |

| Start the threads after 5 seconds ...  Main thread is counting: 1  Main thread is counting: 2  Main thread is counting: 3  Main thread is counting: 4  Main thread is counting: 5  ...Thread-1 is working...  ...Thread-2 is working... |
| --- |

## Daemon thread:

В компютърните науки демонът е процес, който работи във фонов режим. Нишките на Python имат по-специфично значение за daemon. Нишката на демон ще се изключи незабавно, когато програмата излезе. Можем да считаме нишката на демона за нишка, която работи във фонов режим, без да се притесняваме, че ще я изключм. Ако програма изпълнява Threads, които не са демони, тогава програмата ще изчака тези нишки да завършат, преди да приключи. Нишките, които са демони, обаче просто се убиват, където и да се намират, когато програмата излиза.

За пример нека си предстваим приложение за обработка на текст (Text Editor App). В него имаме нишка, която запазва нашата работа във файл на всеки няколко минути. Ако изведнъж решим да затворим приложението, ние няма да се интересуваме от това дали тази нишка, която запазва нашата работа и работи на заден план, все още се изпълнява. Не искаме да чакаме тази нишка да приключи, за да затворим приложението, но искаме нашата работа да бъде запазена. Така затваряйки приложението, въпросната нишка, която запазва информацията ще продължи да работи още малко като демон нишка на заден план, но това по никакъв начин няма да е видимо за нас като потребители.

Демон нишката е фонова нишка, която не пречи на приложението да излезе, ако основната нишка приключи. Нека разгледаме следния пример:

| import threading  import time  import logging  logging.basicConfig(level=logging.DEBUG, format='(%(threadName)-9s) %(message)s',)  def start\_thread():  logging.debug('Starting')  logging.debug('Exiting')  def start\_daemon():  logging.debug('Starting')  time.sleep(5)  logging.debug('Exiting')  if \_\_name\_\_ == '\_\_main\_\_':  thread = threading.Thread(name='non-daemon', target=start\_thread)  daemon = threading.Thread(name='daemon', target=start\_daemon)  daemon.setDaemon(True)  daemon.start()  thread.start() |
| --- |

| (daemon ) Starting  (non-daemon) Starting  (non-daemon) Exiting |
| --- |

Обикновено нашата основна програма изчаква, докато всички други нишки завършат работата си. Въпреки това, понякога програмите създават демон нишка, която работи без да блокира излизането на основната програма. Използването на демонни нишки е полезно, когато няма лесен начин за прекъсване на основната нишката или, когато оставим основната нишката да умре в средата на работата си, а не искаме да губи или поврежда данните, с който работи програмата, както в посочения пример с Text Editor App. За да обозначим нишка като демон нишка, ние извикваме нейния метод setDaemon() с булев аргумент True. Настройката по подразбиране за всяка нишка не е демон, за това трябва изрично да го зададем И така, задавайки True, се включва режима на демон на нишката.

Както можем да видим от изхода на програмата, няма съобщение "(daemon) Exiting" от демон нишката, тъй като всички нишки, които не са демони (включително основната нишка) излизат преди демона нишката да се събуди от петсекундния си режим на заспиване. Съответно тя продължава да работи на заден фон след тези пет секунди, но тък като основната нишка е приключила, не може да видим съобщението "(daemon) Exiting". Ако обаче махнем time.sleep(5) във функцията на демон нишката start\_daemon(), демонът също ще излезе и резултатът ще изглежда така:

| (daemon ) Starting  (daemon ) Exiting  (non-daemon) Starting  (non-daemon) Exiting |
| --- |

## join():

Функцията join() се използва, когато искаме да кажем на една нишка да изчака друга нишка да завърши. За да покажем как работи тази концепция, нека да използваме предния пример и да използваме join() метода, за да изчакаме, докато демон нишка завърши работата си.

| import threading  import time  import logging  logging.basicConfig(level=logging.DEBUG, format='(%(threadName)-9s) %(message)s',)  def start\_thread():  logging.debug('Starting')  logging.debug('Exiting')  def start\_daemon():  logging.debug('Starting')  time.sleep(5)  logging.debug('Exiting')  if \_\_name\_\_ == '\_\_main\_\_':  thread = threading.Thread(name='non-daemon', target=start\_thread)  daemon = threading.Thread(name='daemon', target=start\_daemon)  daemon.setDaemon(True)  daemon.start()  thread.start()  daemon.join()  thread.join() |
| --- |

| (daemon ) Starting  (non-daemon) Starting  (non-daemon) Exiting  (daemon ) Exiting |
| --- |

При изпълнението на програмата ще види, че изходът на демон нишката е около 5 секунди след изхода на не-демон нишката. По подразбиране join() блокира за неопределено време. В нашата случай, join() блокира извикващата нишка (основната нишка), докато нишките daemon и thread, чийто метод join() е извикан, не бъдат прекратени.

## ThreadPoolExecutor:

Подобно на изпълнителите на пул на процеси, библиотеката concurrent.futures предоставя реализация на абстрактния клас Executor за работа с нишки, наречени ThreadPoolExecutor. Вместо да поддържа пул от работни процеси, както прави пул от процеси, изпълнителят на пул от нишки ще създаде и поддържа пул от нишки, на който след това можем да изпратим работа. Докато пулът от процеси по подразбиране създава един работен процес за всяко ядро ​​на процесора, с което разполага нашата машина, определянето на колко работни нишки да се създаде е малко по-сложно. Вътрешно формулата за броя на нишките по подразбиране е min(32, os.cpu\_count() + 4). Това кара максималната (горна) граница на работните нишки да е 32, а минималната (долната) да е 5. Горната граница е зададена на 32, за да се избегне създаването на изненадващ брой нишки на машини с големи количества процесорни ядра (запомнете , нишките са скъпи за създаване и поддръжка). Долната граница е зададена на 5, тъй като на по-малки машини с 1–2 ядра, въртенето само на няколко нишки няма вероятност да подобри много производителността. Често има смисъл да създадете няколко повече нишки от наличните ви процесори за работа, свързана с I/O. Например, на 8-ядрена машина горната формула означава, че ще създадем 12 нишки. Докато само 8 нишки могат да се изпълняват едновременно, можем да поставим други нишки на пауза в изчакване на I/O да приключи, оставяйки нашата работа да ги възобнови, когато I/O приключи.

\*\* submit \*\* методът планира подадената му функция за изпълнение и връща обект от тип future. Tози обект капсулира изпълнението на функцията.

\*\* Примерно приложение за сваляне на изображения, ползвайки ThreadPoolExecutor

| import time  import requests  from concurrent.futures import ThreadPoolExecutor  image\_urls = [  'https://images.unsplash.com/photo-1516117172878-fd2c41f4a759',  'https://images.unsplash.com/photo-1532009324734-20a7a5813719',  'https://images.unsplash.com/photo-1524429656589-6633a470097c',  'https://images.unsplash.com/photo-1530224264768-7ff8c1789d79',  'https://images.unsplash.com/photo-1564135624576-c5c88640f235',  'https://images.unsplash.com/photo-1541698444083-023c97d3f4b6',  'https://images.unsplash.com/photo-1522364723953-452d3431c267',  'https://images.unsplash.com/photo-1513938709626-033611b8cc03',  'https://images.unsplash.com/photo-1507143550189-fed454f93097',  'https://images.unsplash.com/photo-1493976040374-85c8e12f0c0e'  ]  start = time.perf\_counter()  # \*\* Downloading images synchronous one by one \*\*  for img\_url in image\_urls:  img\_bytes = requests.get(img\_url).content  img\_name = img\_url.split('/')[3]  img\_name = f'{img\_name}.jpg'  time.sleep(1)  with open(img\_name, 'wb') as img\_file:  img\_file.write(img\_bytes)  print(f'{img\_name} was downloaded...')  # \*\* Downloading images asynchronously with multithreading  # def download\_img(img\_url):  # img\_bytes = requests.get(img\_url).content  # img\_name = img\_url.split('/')[3]  # img\_name = f'{img\_name}.jpg'  # time.sleep(1)  # with open(img\_name, 'wb') as img\_file:  # img\_file.write(img\_bytes)  # print(f'{img\_name} was downloaded...')  #  # with ThreadPoolExecutor() as pool:  # pool.map(download\_img, image\_urls)  end = time.perf\_counter()  print(f'Finished in {end - start} seconds') |
| --- |

| photo-1516117172878-fd2c41f4a759.jpg was downloaded...  photo-1532009324734-20a7a5813719.jpg was downloaded...  photo-1524429656589-6633a470097c.jpg was downloaded...  photo-1530224264768-7ff8c1789d79.jpg was downloaded...  photo-1564135624576-c5c88640f235.jpg was downloaded...  photo-1541698444083-023c97d3f4b6.jpg was downloaded...  photo-1522364723953-452d3431c267.jpg was downloaded...  photo-1513938709626-033611b8cc03.jpg was downloaded...  photo-1507143550189-fed454f93097.jpg was downloaded...  photo-1493976040374-85c8e12f0c0e.jpg was downloaded...  Finished in 27.660984129004646 seconds |
| --- |

## Race conditions:

В повечето практични многонишкови приложения две или повече нишки трябва да споделят достъп до едни и същи данни или ресурс под формата например на файл. Но, ако две нишки имат достъп до един и същ обект и всяка извиква метод, който променя състоянието на обекта, тогава нишките могат да си пречат и в зависимост от реда, в който са били достъпни данните, могат да се получат повредени обеми от данни. Такава ситуация често се нарича състезателно състояние (т.н. race condition).

| import threading  import time  x = 10  def increment(increment\_by):  global x  local\_counter = x  local\_counter += increment\_by  time.sleep(1)  x = local\_counter  print(f'{threading.current\_thread().name} increments x by {increment\_by}, x: {x}')  # creating threads  t1 = threading.Thread(target=increment, args=(5,))  t2 = threading.Thread(target=increment, args=(10,))  # starting the threads  t1.start()  t2.start()  # waiting for the threads to complete  t1.join()  t2.join()  print(f'The final value of x is {x}') |
| --- |

| Thread-1 increments x by 5, x: 15  Thread-2 increments x by 10, x: 20  The final value of x is 20 |
| --- |

На първите два реда сме импортнали модулит threading за нишките и time за времето. След това сме инициализирали променливата x=10, която ще играе ролята на споделен ресурс в нашия пример за нишки t1 и t2. Двете нишки се създават като се дефинира целевата функция increment. Нишки t1 и t2 ще се опитат да променят/ увеличат стойността на x във функцията за нарастване increment с 5 и с 10. Когато дадем start, нишките ще се инициирате, докато join ще изчака да завършат изпълнението си, тъй като те ще заспиват за по 1 секунда във функцията за увеличаване increment.

Както виждаме крайният резултат е 20, а не 25, както се очаква след като съберем: 10 + 5 + 10 = 25. Това се получава пореди наличието на състезателно състояние между нишките, които достъпват общата променлива х.

Едно бързо решение на този проблем може да е, когато добавим механизъм за синхронизация (между две или повече нишки) и заключим споделения ресурс.Тоест, един процес може да заключи споделения ресурс и да го направи недостъпен за други, ако работи с него в дадения момент. Заключването има две състояния:

* lock – означава, че критичната секция е заета, в двоичен вид, т.е. 1
* unlock – означава, че критичната секция е свободна, в двоичен вид, т.е. 0.

| import threading  from threading import Lock  import time  x = 10  def increment(increment\_by,lock):  global x  lock.acquire()  local\_counter = x  local\_counter += increment\_by  time.sleep(1)  x = local\_counter  print(f'{threading.current\_thread().name} increments x by {increment\_by}, x: {x}')  lock.release()  lock = Lock()  # creating threads  t1 = threading.Thread(target=increment, args=(5,lock))  t2 = threading.Thread(target=increment, args=(10,lock))  # starting the threads  t1.start()  t2.start()  # waiting for the threads to complete  t1.join()  t2.join()  print(f'The final value of x is {x}') |
| --- |

| Thread-1 increments x by 5, x: 15  Thread-2 increments x by 10, x: 25  The final value of x is 25 |
| --- |

За да избегнем състеателното състоянието, импортирахме класа Lock на модула за threading и създадохме негов обект, наречен lock. Lock има методи, а именно acquire() и release(), които заключват и отключват дадения ресурс. Например, функцията за нарастване на t1 заключва ресурса х, докато го увеличава с 5 и така t2 не може да променя или да се намесва в операцията, докато ресурсът не бъде отключен от t1. Първо t1 завършва своята операция и после и t2 увеличава x, следователно получаваме желаната стойност 25 като резултат.

## Synchronization:

За да се избегне състезателното състояние обяснено в предната подточка и, за да няма повредени данни, които са били споделени между множество нишки, трябва да се използва подход за синхронизиран достъпа или по-точно синхронизация (т.н. synchronization). Пример за такъв подход е ползването на mutex (mutual exclusion), както е показано в примера:

| import time  import random  import threading  from concurrent.futures import ThreadPoolExecutor  # Synchronization example using mutex and ThreadPoolExecutor:  lock = threading.Lock()  def using\_the\_wc(lockWC, somebody):  lockWC.acquire()  print(f'WC is occupied by {somebody}!')  start = time.perf\_counter()  time.sleep(random.randint(1, 5))  end = time.perf\_counter()  print(f'{somebody} finished in {end - start} seconds')  lockWC.release()  with ThreadPoolExecutor() as pool:  people = ['Billy', 'Johny', 'Tony', 'Bobby']  for someone in people:  pool.submit(using\_the\_wc, lock, someone) |
| --- |

| WC is occupied by Billy!  Billy finished in 4.004215107008349 seconds  WC is occupied by Johny!  Johny finished in 5.004785075012478 seconds  WC is occupied by Tony!  Tony finished in 2.0021247399999993 seconds  WC is occupied by Bobby!  Bobby finished in 2.001107422009227 seconds |
| --- |

## Deadlock:

Мъртва хватка (т.н. deadlock), един от най-често срещаните проблеми с паралелността. В областта на компютърните науки, мъртва хватка се отнася до специфична ситуация в multithreading програмирането, при която не може да се постигне напредък и програмата се заключва в текущото си състояние. В повечето случаи това явление е причинено от липса или неправилна координация между различни обекти за заключване (за целите на синхронизиране на нишки).

\*\* Предпоставки за Deadlock:

1. Mutual exclusion

Един или повече ресурси са несподеляеми. Само 1 процес може да ги достъпва в даден момент.
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2. Hold and wait

Процес държи поне един ресурс и чака други ресурс/и, да се освободят.
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3. No Preemption

Операционната система не може да прекъсне работата на процеса и да му изземе ресурса, който използва
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4. Circular waiting

Няколко процеса са си заключили ресурсите в циркулярна форма и чакат другия да ги освободи.
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- Когато всеки процес бъде блокиран, не може да продължи и четирите предпоставки са изпълнени едновременно се получава Deadlock. За да го предотвратим трябва да избегнем поне една от предпоставките му.

**\*\*** Deadlock vs Starvation:

- при starvation ниско-приоритетните процеси биват блокирани от тези с по-висок приоритетните. Ресурсите биват използвани постоянно от процесите с по-висок приоритет. Когато на процес с по-нисък приоритет постоянно му се отказват жизнено важни ресурси, той "изгладнява". Това може да бъде причинено от грешки в schedualing-а или в mutual exclusion алгоритъм-а,

но също така и нарочно чрез т.н. "Denial of service attack". За да се избегне starvation трябва индивидуално да се менежират ресурсите

и да не се налага стриктна приоритизация.

**\*\*** Livelock:

- когато 2 нишки са толкова заети да отговарят една на друга,

че не остава време да продължат с фундаменталната задача на програмата

може да се получи Livelock (което пък от своя страна може да бъде причина за starvation). Те не са изцяло блокирани, а минават една след друга в активно състояние, без да могат да завършат. Например при отваряне на апликация, потребителят получава "Not responding" и след известно време апликацията бавно започва да работи.. (евентуално).

**\*\*** The Dining Philosophers Problem

5 философа седят на кръгла маса. Пред всеки има по 1 купа спагети и между всеки двама има по един чопстик. Философът има две състояния: да мисли и да яде. Когато мисли не комуникира с останалите философи, а когато огладнее се опитва да яде от купата пред него. За да може да яде, обаче са му необходими два чопстика - един от ляво и един от дясно. Не може да вземе двата чопстика едновременно, само един по един. Не може да вземе чопстик, който вече е взет от съседа. Когато философът приключи с яденето оставя чопстиковете и започва отново да мисли.

| from concurrent.futures import ThreadPoolExecutor  from threading import Lock  import time  import random  class DiningPhilosophers:  def \_\_init\_\_(self, number\_of\_phils, meals\_to\_eat):  self.meals = [meals\_to\_eat for \_ in range(number\_of\_phils)]  self.chopsticks = [Lock() for \_ in range(number\_of\_phils)]  def serveMeals(self, current\_philosopher):  first\_chopstick = current\_philosopher  second\_chopstick = (current\_philosopher + 1) % 5  # яж докато има на масата  while self.meals[current\_philosopher] > 0:  # thinking state  time.sleep(random.random()\*5)  self.chopsticks[first\_chopstick].acquire()  time.sleep(random.random())  if not self.chopsticks[second\_chopstick].locked():  self.chopsticks[second\_chopstick].acquire()  print(f'Philosopher {current\_philosopher} starts eating...')  # eating state  time.sleep(random.random()\*5)  self.meals[current\_philosopher] -= 1  self.chopsticks[first\_chopstick].release()  self.chopsticks[second\_chopstick].release()  print(f'Philosopher {current\_philosopher} stops eating. {self.meals[current\_philosopher]} meal(s) left')  else:  self.chopsticks[first\_chopstick].release()  def main():  philosophers = [0, 1, 2, 3, 4]  meals\_to\_eat = 2  dining\_philosophers = DiningPhilosophers(len(philosophers), meals\_to\_eat)  with ThreadPoolExecutor(max\_workers=5) as pool:  for philosopher in philosophers:  pool.submit(dining\_philosophers.serveMeals, philosopher)  if \_\_name\_\_ == "\_\_main\_\_":  main() |
| --- |

| Philosopher 2 starts eating...  Philosopher 4 starts eating...  Philosopher 4 stops eating. 1 meal(s) left  Philosopher 0 starts eating...  Philosopher 2 stops eating. 1 meal(s) left  Philosopher 3 starts eating...  Philosopher 3 stops eating. 1 meal(s) left  Philosopher 3 starts eating...  Philosopher 0 stops eating. 1 meal(s) left  Philosopher 3 stops eating. 0 meal(s) left  Philosopher 1 starts eating...  Philosopher 4 starts eating...  Philosopher 1 stops eating. 1 meal(s) left  Philosopher 2 starts eating...  Philosopher 4 stops eating. 0 meal(s) left  Philosopher 2 stops eating. 0 meal(s) left  Philosopher 0 starts eating...  Philosopher 0 stops eating. 0 meal(s) left  Philosopher 1 starts eating...  Philosopher 1 stops eating. 0 meal(s) left |
| --- |

## Producer-consumer:

Проблемът производител-потребител е стандартен проблем в компютърните науки, използван за разглеждане на проблеми с нишки или синхронизиране на процеси. Ще разгледате негов вариант, за да получите някои идеи за това какви примитиви предоставя модулът за нишки на Python.

За този пример ще си представите програма, която трябва да чете съобщения от мрежа и да ги запише на диск. Програмата не изисква съобщение, когато пожелае. То трябва да слуша и да приема съобщения, когато идват. Съобщенията няма да идват с редовно темпо, а ще идват на серии. Тази част от програмата се нарича продуцент.

От друга страна, след като имате съобщение, трябва да го напишете в база данни. Достъпът до базата данни е бавен, но достатъчно бърз, за ​​да поддържа средния темп на съобщенията. Той не е достатъчно бърз, за ​​да бъде в крак, когато се появи серия от съобщения. Тази част е потребителят.

Между производителя и потребителя ще създадете конвейер, който ще бъде частта, която се променя, докато научавате за различни обекти за синхронизиране.

Това е основното оформление. Нека разгледаме решение с помощта на Lock. Не работи перфектно, но използва инструменти, които вече познавате, така че е добро място да започнете.

| import random  from threading import Thread  from queue import Queue  import time  def produce\_work(buffer, finished, max\_capacity):  finished.put(False)  for position in range(max\_capacity):  value = random.randint(1, 100)  buffer.put(value)  print(f'producing {value} in position {position}')  finished.put(True)  def consume\_work(buffer, finished):  position = 0  while True:  if buffer.empty():  print('No items to consume')  if finished.get() is True:  break  continue  value = buffer.get()  print(f'Consuming {value} from position {position}')  position += 1  def main():  max\_capacity = 20  buffer = Queue()  finished = Queue()  producer = Thread(target=produce\_work, args=[buffer, finished, max\_capacity])  consumer = Thread(target=consume\_work, args=[buffer, finished])  producer.start()  consumer.start()  producer.join()  print('Producer finished')  consumer.join()  print('Consumer finished')  if \_\_name\_\_ == "\_\_main\_\_":  main() |
| --- |

| producing 7 in position 0  Consuming 7 from position 0  No items to consume  No items to consume  producing 99 in position 1  producing 81 in position 2  producing 74 in position 3  producing 48 in position 4  producing 70 in position 5  producing 24 in position 6  producing 47 in position 7  producing 60 in position 8  producing 44 in position 9  producing 34 in position 10  producing 54 in position 11  producing 15 in position 12  producing 16 in position 13  producing 81 in position 14  producing 24 in position 15  producing 79 in position 16  producing 32 in position 17  producing 11 in position 18  producing 25 in position 19  Producer finished  Consumer finished |
| --- |

# Част 3 - Заключение

Python поддържа различни подходи свързани с нишковото програмиране, като в този проект бяха разгледани някои основни концепции, както и тяхната същност и имплементация. Програмирането с нишки е изключителмо важно за всяко по-мащабно приложение, особено, ако то обработва, запазва и създава данни. Всеки програмист трябва да знае как да оптимизира създадените от него програми, така че да работят максимално надеждно, бързо и оптимално.
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